Categories

1. [Programming](https://datascienceplus.com/category/programming/)

Tags

1. [Data Visualisation](https://datascienceplus.com/tag/data-visualisation/)
2. [R Markdown](https://datascienceplus.com/tag/r-markdown/)
3. [R Programming](https://datascienceplus.com/tag/rstats/)

In this article, you learn how to make Automated Dashboard visualizations with distribution in R. First you need to install the `rmarkdown` package into your R library. Assuming that you installed the `rmarkdown`, next you create a new `rmarkdown` script in R.

After this you type the following code in order to create a dashboard with rmarkdown and flexdashboard:

---

title: "Dashboard visualizations in R: Distrubution"

author: "Kristian Larsen"

output:

flexdashboard::flex\_dashboard:

orientation: rows

vertical\_layout: scroll

---

```{r setup, include=FALSE}

library(ggplot2)

library(plotly)

theme\_set(theme\_classic())

```

Row

-----------------------------------------------------------------------

### Chart A: Histogram with Auto Binning

```{r}

g <- ggplot(mpg, aes(displ)) + scale\_fill\_brewer(palette = "Spectral")

g + geom\_histogram(aes(fill=class),

binwidth = .1,

col="black",

size=.1) + # change binwidth

labs(title="Histogram with Auto Binning",

subtitle="Engine Displacement across Vehicle Classes")

ggplotly(p = ggplot2::last\_plot())

```

### Chart B: Histogram with Fixed Bins

```{r}

g + geom\_histogram(aes(fill=class),

bins=5,

col="black",

size=.1) + # change number of bins

labs(title="Histogram with Fixed Bins",

subtitle="Engine Displacement across Vehicle Classes")

ggplotly(p = ggplot2::last\_plot())

ggplotly(p = ggplot2::last\_plot())

```

Row

-----------------------------------------------------------------------

### Cart C: Histogram on a Categorical variable

```{r}

library(ggplot2)

theme\_set(theme\_classic())

g <- ggplot(mpg, aes(manufacturer))

g + geom\_bar(aes(fill=class), width = 0.5) +

theme(axis.text.x = element\_text(angle=65, vjust=0.6)) +

labs(title="Histogram on Categorical Variable",

subtitle="Manufacturer across Vehicle Classes")

ggplotly(p = ggplot2::last\_plot())

```

### Cart D: Density plot

```{r}

library(ggplot2)

theme\_set(theme\_classic())

# Plot

g <- ggplot(mpg, aes(cty))

g + geom\_density(aes(fill=factor(cyl)), alpha=0.8) +

labs(title="Density plot",

subtitle="City Mileage Grouped by Number of cylinders",

caption="Source: mpg",

x="City Mileage",

fill="# Cylinders")

ggplotly(p = ggplot2::last\_plot())

```

Row

-----------------------------------------------------------------------

### Cart E: Box plot

```{r}

library(ggplot2)

theme\_set(theme\_classic())

# Plot

g <- ggplot(mpg, aes(class, cty))

g + geom\_boxplot(varwidth=T, fill="plum") +

labs(title="Box plot",

subtitle="City Mileage grouped by Class of vehicle",

caption="Source: mpg",

x="Class of Vehicle",

y="City Mileage")

ggplotly(p = ggplot2::last\_plot())

```

### Cart F: Box plot

```{r}

library(ggthemes)

g <- ggplot(mpg, aes(class, cty))

g + geom\_boxplot(aes(fill=factor(cyl))) +

theme(axis.text.x = element\_text(angle=65, vjust=0.6)) +

labs(title="Box plot",

subtitle="City Mileage grouped by Class of vehicle",

caption="Source: mpg",

x="Class of Vehicle",

y="City Mileage")

ggplotly(p = ggplot2::last\_plot())

```

Row

-----------------------------------------------------------------------

### Cart G: Box plot + Dot plot

```{r}

library(ggplot2)

theme\_set(theme\_bw())

# plot

g <- ggplot(mpg, aes(manufacturer, cty))

g + geom\_boxplot() +

geom\_dotplot(binaxis='y',

stackdir='center',

dotsize = .5,

fill="red") +

theme(axis.text.x = element\_text(angle=65, vjust=0.6)) +

labs(title="Box plot + Dot plot",

subtitle="City Mileage vs Class: Each dot represents 1 row in source data",

caption="Source: mpg",

x="Class of Vehicle",

y="City Mileage")

ggplotly(p = ggplot2::last\_plot())

```

### Cart H: Tufte Boxplot

```{r}

library(ggthemes)

library(ggplot2)

theme\_set(theme\_tufte()) # from ggthemes

# plot

g <- ggplot(mpg, aes(manufacturer, cty))

g + geom\_tufteboxplot() +

theme(axis.text.x = element\_text(angle=65, vjust=0.6)) +

labs(title="Tufte Styled Boxplot",

subtitle="City Mileage grouped by Class of vehicle",

caption="Source: mpg",

x="Class of Vehicle",

y="City Mileage")

```

Row

-----------------------------------------------------------------------

### Cart I: Violin plot

```{r}

library(ggplot2)

theme\_set(theme\_bw())

# plot

g <- ggplot(mpg, aes(class, cty))

g + geom\_violin() +

labs(title="Violin plot",

subtitle="City Mileage vs Class of vehicle",

caption="Source: mpg",

x="Class of Vehicle",

y="City Mileage")

ggplotly(p = ggplot2::last\_plot())

```

### Cart J: Population Pyramid

```{r}

library(ggplot2)

library(ggthemes)

options(scipen = 999) # turns of scientific notations like 1e+40

# Read data

email\_campaign\_funnel <- read.csv("https://raw.githubusercontent.com/selva86/datasets/master/email\_campaign\_funnel.csv")

# X Axis Breaks and Labels

brks <- seq(-15000000, 15000000, 5000000)

lbls = paste0(as.character(c(seq(15, 0, -5), seq(5, 15, 5))), "m")

# Plot

ggplot(email\_campaign\_funnel, aes(x = Stage, y = Users, fill = Gender)) + # Fill column

geom\_bar(stat = "identity", width = .6) + # draw the bars

scale\_y\_continuous(breaks = brks, # Breaks

labels = lbls) + # Labels

coord\_flip() + # Flip axes

labs(title="Email Campaign Funnel") +

theme\_tufte() + # Tufte theme from ggfortify

theme(plot.title = element\_text(hjust = .5),

axis.ticks = element\_blank()) + # Centre plot title

scale\_fill\_brewer(palette = "Dark2") # Color palette

```

Screenshot:  
[![](data:image/jpeg;base64,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)](https://i1.wp.com/datascienceplus.com/wp-content/uploads/2018/12/V4-Distribution.jpg?ssl=1)

The result of the above coding are published with RPubs [here](https://rpubs.com/knl84/445854).
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